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Software Architecture

Software architecture encompasses: 
• the significant decisions about the organization of a 

software system, 
• the selection of the structural elements and their interfaces 

by which the system is composed together with their 
behavior as specified in the collaboration among those 
elements, 

• the composition of the structural and behavioral elements 
into progressively larger subsystems, 

• the architectural style that guides this organization, these 
elements and their interfaces, their collaborations, and 
their composition. 
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Systems and Subsystems

System - an instance, an executable configuration of a 
software application or of a software application family.

Subsystem - a model element which has the semantics 
of a package, such that it can contain other model 
elements, and class/classes, thus having its own behavior. 
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System Coupling 

 Decomposable system - One or more of the components of 
a system have no interactions or other interrelationships with 
any of the other components at the same level of abstraction 
within the system 

 A nearly decomposable system - Every component of the 
system has a direct or indirect interaction or other 
interrelationship with every other component at the same level 
of abstraction within the same system 

 Design Goal - The interaction or other interrelationship 
between any two components at the same level of abstraction 
within the system be as weak as possible
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Measure of the modular 

interdependence

 Unnecessary object coupling:

 needlessly decreases the reusability of the coupled 

objects

 increases the chances of system corruption when 

changes are made to one or more of the coupled 

objects
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Types of Modular Coupling

In order of desirability

Cure:

Decompose the 

operation into 

multiple primitive 

operations

 Data Coupling (weakest most desirable) - output from one 
module is the input to another 

 Control Coupling - passing control flags between modules so 
that one module controls the sequencing of the processing 
steps in another module. 

 Global Data Coupling - two or more modules share the same 
global data structures 

 Internal Data Coupling (strongest least desirable) - One module 
directly modifies local data of another module (like C++ Friends)

 Content Coupling (unrated)- some or all of the contents of one 
module are included in the contents of another (like C/C++ 
header files) 
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System Cohesion

 Cohesion – degree of functional relatedness 

between (sub) systems

 If there are many objects related to each other and 

performing similar tasks – high cohesion

 If there are many objects not related to each other –

low cohesion
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Cohesion 
 "Cohesion is the degree to which the tasks performed by a 

single module are functionally related.“ IEEE, 1983

 "A software component is said to exhibit a high degree of 
cohesion if the elements in that unit exhibit a high degree of 
functional relatedness. This means that each element in the 
program unit should be essential for that unit to achieve its 
purpose.“ Sommerville, 1989

 Types of Module Cohesion 
 Coincidental (worst) 

 Logical 

 Temporal 

 Procedural 

 Communication 

 Sequential 

 Functional (best)

Source: 1) Object Coupling and Object 

Cohesion, chapter 7 of Essays on Object-Oriented 

Software Engineering, Vol 1, Berard, Prentice-Hall, 

1993; 

2) SDSU & Roger Whitney;  



OOAD 10. Designing the System Architecture 9

Low cohesion example – Bruegge & 

Duttoit’2004
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Architectural Layers

Layering represents an ordered grouping of functionality:

• with the application-specific located in the upper layers, 

• functionality that spans application domains in the middle 

layers, and

• functionality specific to the deployment environment at the 

lower layers.

A layered structure:

• starts at the most general level of functionality, and 

• grows towards more specific levels of functionality.
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Architectural Layers Structure
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Subsystems Can Be Organized 

in Layers
 The top layer, application layer, contains the application specific services. 
 The business-specific layer, contains business specific components.
 The middleware layer contains components such as GUI-builders, interfaces 

to DB, platform-independent operating system services, and OLE-components. 
 The system software layer, contains components such as OS, HW interfaces, 

etc. 

An example of a layered implementation model for a banking system. The 

arrows shows top-down import dependencies between subsystems. 
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Packages 

A package is a collection of use cases & their diagrams (use case 
packages), of classes/relationships/ diagrams (design packages), 
of components (implementation packages) and of other packages; 
it is used to structure the design model by dividing it into smaller 
parts. Packages are used primarily for model organization and 
typically serve as a unit of configuration management.

a b

• Packages should not be cross-coupled (i.e. co-dependent)

• Packages should only be dependent upon packages in the same layer or 

next lower layer
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Hierarchical Decomposition
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Example of closed system [Bruegge 

& Duttoit’2004]
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Example of open system [Bruegge & 

Duttoit’2004]
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System Variants  

Many systems are delivered in more than one variant. This means 
that the system is configured, packaged and installed differently 
for different (classes of) customers. 

a) different languages

b) different platforms: in the example below, the 
platform-specific code is located in one subsystem. A compilation 
file (a 'makefile') specifies which version of each source code file 
should be compiled together. 
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System Variants for 

Different Platforms  



OOAD 10. Designing the System Architecture 19

System Variants – cont.

c) different parts of the system - for example, a 
banking system is delivered as two different products. Variant 1 of 
the system, contains everything about telephone banking; and 
variant 2, contains everything about teller account management 

d) variant components 
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Software Architecture 

Document

Software 

Architecture 

Document

The Software Architecture Document 

provides a comprehensive 

architectural overview of the system, 

using a number of different 

architectural views to depict different 

system aspects.



The seven levels of software 

architecture*

Global architecture

Corporative architecture

* Mowbray and Malveau, 1997

System architecture

ORB

OO architecture

Macro-architecture
Applied software frameworks

Applied architecture

Subsystems

Micro-architecture

Software OO design patterns

Objects
OO programming
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Architectural Style

- Defines a family of systems by means of 
pattern for structural organization. In other 
words, it defines:

 Component dictionary and types of 
connecting elements

 Set of restrictions and how we can combine 
them

 One or more semantic models specifying how 
to determine common system properties 
based on the properties of its building blocks.
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Repository Style [Bruegge & 

Duttoit’2004]
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Repository Style [Bruegge & 

Duttoit’2004]
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MVC Style [Bruegge & Duttoit’2004]
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Client-Server Style [Bruegge & 

Duttoit’2004]
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Peer-to-Peer Style [Bruegge & 

Duttoit’2004]
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Tree (Four) Tier Style [Bruegge & 

Duttoit’2004]



OOAD 10. Designing the System Architecture 29

Pipe and Filter Style [Bruegge & 

Duttoit’2004]

Subsystems 

(filters) 

process data 

received from 

other 

subsystems 

and send 

them via pipes 

(associations 

b/n 

subsystems).
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Software Architecture 

Document may include:

1. Objectives 
2. Scope - what it applies to
3. References 
4. Architectural Representation 
5. Architectural Goals and Constraints 
6. Use-Case View 
7. Logical View 
8. Process View 
9. Deployment View 
10. Implementation View 
11. Data View (optional)
12. Size and Performance 
13. Quality: extendibility, reliability, portability
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The Data Model

A Data Model is a description of the persistent data storage perspective 
of the system. This section is optional if there is little or no persistent data, 
or trivial translation between the Design and Data Model.

The data model is a subset of the 

implementation model which describes the 

logical and physical representation of 

persistent data in the system. It also includes 

any behavior defined in the database, such as 

stored procedures, triggers, constraints, etc. 

UML representation

A top-level Package stereotyped as «data 

model», containing a set of Components which 

represent the physical storage of persistent data 

in the system.
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Data Model Properties

Name Brief Description UML Representation

Packages The packages used for 

organizational grouping purposes.

Owned via the association "represents", or 

recursively via the aggregation "owns".

Tables The tables in the data model, 

owned by the packages.

Components, stereotyped as <<table>>.

Relationships The relationships between tables in 

the model.

Associations, stereotyped as <<foreign 

key>>.

Columns The data values of the tables. Attributes, stereotyped as <<column>>.

Diagrams The diagrams in the model, owned 

by the packages.

- " -

Indexes Event-activated behavior 

associated with tables.

Components, stereotyped as <<index>>.

Triggers Event-activated behavior 

associated with tables.

Operation, stereotyped as <<trigger>>.

Procedures Explicitly invoked behavior, 

associated with tables or with the 

model as a whole.

Component, stereotyped as <<procedure>>.
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The Relational Model

The relational model is composed of entities and relations. An 

entity may be a physical table or a logical projection of several 

tables also known as a view. 

An entity has columns and records or rows. Each entity has one 

or more primary keys. The primary keys uniquely identifies each 

record. Foreign key columns contain data which can relate specific 

records in the entity to the related entity.

In the physical model relations are typically implemented using 

foreign key / primary key references. Relations have multiplicity 

(also known as cardinality). Common cardinalities are 1:1, 1:m, m:1, 

and m:n.  
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The Object Model

The object model contains classes defining the structure and 
behavior of a set of objects; sometimes called objects instances. 
The structure is represented as attributes (data values) and 
associations (relationships between classes). Supports 
inheritance. The following figure illustrates a simple class 
diagram model, showing only attributes (data) of the classes.
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Persistence Frameworks

The role of the object-relational framework is to generically 

encapsulate the physical data store and to provide appropriate 

object translation services.

Application developers spend over 30% of their time implementing 
relational DB access in OO applications. Implementing an object-
relational framework captures this investment. The object-relational 
framework can be reused in subsequent applications reducing the 
object-relational implementation cost to less than 10% of the total 
implementation costs.
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Mapping Persistent Classes to Tables

In a relational database written in third normal form, 

every row in the tables – every "tuple" – is regarded as 
an object. A column in a table is equivalent to a 
persistent attribute of a class. So, in the simple case 
where we have no associations to other classes, the 
mapping between the two worlds is simple. The data 
type of the attribute corresponds to one of the 
allowable data types for columns. 
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Mapping Associations between Persistent Objects

When we map this into relational tables, we get an Order table 
and a Customer table. The Order table will have columns for 
attributes listed, plus an additional column Customer_ID which 
contains foreign-key references to associated rows in the Customer 
table. For a given Order, the Customer_ID column will contain the 
identifier of the Customer to whom the Order is associated. 
Foreign keys allow the RDBMS to join related information together.

Associations between two persistent 
objects are realized as foreign keys to 
the associated objects. A foreign key
is a column in one table which contains 
the primary key value of associated 
object. 
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Mapping of 1:N association 
[Bruegge & Duttoit’2004]
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Mapping of M:N association 
[Bruegge & Duttoit’2004]
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Mapping Aggregation Associations to the Data Model

Aggregation is also modeled using foreign key relationships.

When we map this into relational tables, we get an Order table 

and a Line_Item table. The Line_Item table will have columns for 

attributes listed, plus an additional column Order_ID which 

contains foreign-key references to associated rows in the Order 

table. For a given Line Item, the Order_ID column will contain 

the Order_ID of the Order that the Line Item is associated with.

Foreign keys allow the RDBMS to join related information 

together.



OOAD 10. Designing the System Architecture 41

Modeling Inheritance and Many-to-Many 

Associations

The standard relational data model does not support modeling 
inheritance associations in a direct way but:

1. Use separate tables to represent the super-class and sub-class. 
Have, in the sub-class table, a foreign key references to the super-
class table. 

2. Duplicate all inherited attributes and associations as separate 
columns in the sub-class table. This is similar to de-normalization 
in the standard RDBS. 

A standard technique in relational modeling is to use an 
intersection entity to represent many-to-many associations. The 
same approach should be used here: an intersection table should be 
used to represent the association.

Example: If Suppliers can supply many Products, and a Product 
can be supplied by many Suppliers, the solution is to create a 
Supplier/Product table. 


